K-Beauty Token (KBT)

ofiel o

o2k
re
]
]
~ ]
[o
=0
_o'_l-
1]l
JH
=
L)
L]
o
In
MH
(11]
oK

Version 1.0 | 20254 18

=

1. Executive Summary

7|2 7%

Hu

— OH
—d

=x}

gm
b

o ® N o 0k~ W N

Lt
| >
U
%o

MH|A 4 A

1. Executive Summary

K-Beauty Token(KBT)2 $t= My o|Z2ta Aol E3tEl ESH|Q! 7|8t 2|9 = AAH

ol
=

L|C}.

CHe of| A
InkZ] Al&H| £|CH 15% 2|/IE, MF MH|A Zol VIP 5iEH
M3io|at sfiel M |X| OIS ke, YR |2, 12 H|O|E QIAOIE

H% oMEL

TAE 8 DX H2, I2A 0 7|3




o
ol

mJ

- VIP S

r
i d|

e

KO

el

KO0

e

0
r

ol
100

Jol

tE LIt

2ol hi7H' 2 2| T

4

-
(e}
o

|4+ (2028)

i (2024)

i

-
(<]
—_

NE: S

ol
Kd

.

ol

oFd
K

a

ol

AE 2

2t &

600~1,0002

500~800

= A= HIE

=X 40%

oF 25%

ot
id]
70

2.2 £ EPI Z7}

wr

H| S

=7t

oF
<H

35%

25%

of

o

20%

XTI} AE, VIP MH|A SA|

10%

Kio

10%

70|

=

al

3. H|=L|



3.1 |HEliA| A=

&ofxt o

kL A

gl E

HF oEL

o3 g of| & H|IS
7zeh EZ el Al 1~2% 40%
MY R Mg Hal/eM - L= Al o)t 30%
Z2|0|Y AMH|A VIP 52 7=, Z2|0|d 7|5 20%
HIO|Ef QIAOIE YotEl AT 2M 2| ZE Tj 10%

4, E3 0|Z O]

4,1 E2 7|2 ™A
a8 Li&
EZ2d K-Beauty Token
HE KBT

Oft
nE
o?.!

1,000,000,000 KBT (10

74, 1)

AxH 18 decimals
HES3 Polygon (ERC-20 =3t

x| 7HX 71F

1 KBT = 1009 (AX




4.2 EZ HIE

s H| S = Hj A E
CICT == 40% 42 KBT 5E7E MEIH aE
IOIE L QIMIEIH 20% 29 KBT 37t O AE 7|4t
&l & 0{=HIO| X 15% 1.59 KBT 670 22|, 2470 HAE
2% #=u|2 15% 1.5 KBT LQA| 2= (HEAD)
EXIX} (Seed) 5% 0.5 KBT 7MY 22T, 12702 HAE
EXIR} (Series A) 5% 0.5 KBT ZA| 10%, LIHX| 1270
4.3 HYE 1=
A& 2N X 2|2 Sa4 MEE
= SILVER GOLD PLATINUM DIAMOND
1002kl ojat 5% 6% 7% 8%
100~5007+H 7% 8% 10% 11%
500~1,0002+ 10% 11% 12% 13%
1,0002H2! O] A 12% 13% 14% 15%
oA S INE
sa 5N MY I|E Nt =S
¥ SILVER 7kl Al - 7|2 ®z
¥ GOLD 50,000 KBT 23] of At £9 MH|A
 PLATINUM 200,000 KBT 53] |4t 33 o, M of|of

@ DIAMOND 500,000 KBT 103 O| At HE HAOX], 2= ¥ O20|=




HLA M2 o[HE

ESSE

2t 25,000 KBT

1270 L RH'

= A HEE +3%

H3I|(HE/A

) o

2zl

iz

&
4.4 E3 NEN
el ne AHEX A8 =2
Age|nt A|&H| ZH| ZoHo| |cf 30%7HX| E2 ZH|
=4 ZiH| gol Mz s %t 20% E2 2|
HEI/&Y 22/8g S REIY 100% E2 ZH 7ts
sto Opd2| x| Mzt 1 KBT = 10 Ot2|X|
T2|0|e VIP AMH|A F2O4 £, I, HAIX|
4.5 EZ 272t HFL|E
A 2%
22t K'Y AZHHIE E2|H =

DE ES AL Hef Al

2008 DIME EE

THEL AHlof 9|Hh Al

o AZRR: ZUE 20Jolo] 20%
X
T

2 <

§7|DEI.( =) =) -?éj; 12%)



e Ol &F AZheF £ AZtE FS2 |
Year 1 5002 KBT 5008+ KBT 0.5%
Year 2 2,0002t KBT 2,5002t KBT 2.5%
Year 3 5,0002t KBT 7,5002t KBT 7.5%
Year 5 191 KBT 29 KBT 20%

5.7|= ¥

5.1 SEX2 M= 2H

Polygon LIE{|3 MEH O| R

0%

=
=

M
=

of

St 72 bl

S $0.01 OJ2EQ| JHAH]

2 Ka| S5

m
=]

EW

2% 22 EfY

iz

ERC-20 &, =2 X|Z X|&

O|E{2|Z 2{I0[022 M =2 Hoty

KBT EZ2 ZEE (ERC-20)

-
solidity




// SPDX-License-Identifier: MIT
pragma solidity 0.8.19;

import "@openzeppelin/contracts/token/ERC20/ERC20.s0l";
import "@openzeppelin/contracts/token/ERC20/extensions/ERC20Burnable.sol";
import "@openzeppelin/contracts/access/AccessControl.sol";

contract KBTToken is ERC20, ERC20Burnable, AccessControl {
bytes32 public constant MINTER_ROLE = keccak256("MINTER_ROLE");
uint256 public constant MAX_SUPPLY = 1_000_000_000 * 10**18;

constructor() ERC20("K-Beauty Token", "KBT") {
_grantRole(DEFAULT_ADMIN_ROLE, msg.sender);
_grantRole(MINTER_ROLE, msg.sender);

function mint(address to, uint256 amount) external onlyRole(MINTER_ROLE) {
require(totalSupply() + amount <= MAX_SUPPLY, "Exceeds max supply");
_mint(to, amount);
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// SPDX-License-Identifier: MIT
pragma solidity 0.8.19;

import "@openzeppelin/contracts/access/AccessControl.sol";
import "@openzeppelin/contracts/security/ReentrancyGuard.sol";

contract RewardPool is AccessControl, ReentrancyGuard {
KBTToken public token;

mapping(address => uint256) public rewards;
mapping(address => bool) public partners;
mapping(address => uint8) public userTier; // 0 Silver, 1. Gold, 2. Platinum, 3. Diamond

// HEIE (basis points): 500 = 5%
uint256[4] public baseRates = [500, 700, 1000, 1200]; // Z/HE
uint256[4] public tierBonus = [0, 100, 200, 300], //&S&& 214

event RewardEarned(address indexed user, uint256 amount, address indexed partner);
event RewardClaimed(address indexed user, uint256 amount);

modifier onlyPartner() {
require(partnersimsg.sender], "Not a partner");

)

constructor(address _token) {
token = KBTToken(_token);
_grantRole(DEFAULT_ADMIN_ROLE, msg.sender);

function earnReward(

address user,

uint256 paymentAmount,

uint8 amountTier // 0. <1002}, 1. 100-5007F, 2. 500-10002}, 3. >10002F
) external onlyPartner {

uint256 rate = baseRates[amountTier] + tierBonus[userTier[user]];

uint256 reward = (paymentAmount * rate) / 10000;

rewards[user] += reward,

emit RewardEarned(user, reward, msg.sender);

function claimReward() external nonReentrant {
uint256 amount = rewards[msg.sender];
require(amount > 0, "No rewards to claim");




rewards[msg.sender] = 0;
token.transfer(msg.sender, amount);
emit RewardClaimed(msg.sender, amount);

}

function addPartner(address partner) external onlyRole(DEFAULT_ADMIN_ROLE) {
partners[partner] = true,

}

function updateUserTier(address user, uint8 tier) external onlyRole(DEFAULT_ADMIN_ROLE) {
require(tier <=3, "Invalid tier");
userTier[user] = tier;

——
——




// SPDX-License-Identifier: MIT
pragma solidity 0.8.19;

contract VIPTier {
enum Tier { Silver, Gold, Platinum, Diamond }

struct Userlnfo {

Tier tier;

uint256 totalEarned,
uint256 treatmentCount;
uint256 lastActivity;

mapping(address => UserInfo) public users;

uint256[4] public tierThresholds = [

0, // Silver: 7}2] A/

50000e18, // Gold. 50,000 KBT
200000e18, // Platinum: 200,000 KBT
500000e18 // Diamond.- 500,000 KBT

function updateTier(address user) external {

Userlnfo storage info = users[user];

if (info.totalEarned >= tierThresholds[3] && info.treatmentCount >= 10) {
info.tier = Tier.Diamond,

} else if (info.totalEarned >= tierThresholds[2] && info.treatmentCount >=5) {
info.tier = Tier.Platinum;

} else if (info.totalEarned >= tierThresholds[1] && info.treatmentCount >= 2) {
info.tier = Tier.Gold,

}else {
info.tier = Tier.Silver;

function recordTreatment(address user, uint256 earnedAmount) external {

Userlnfo storage info = users[user],
info.totalEarned += earnedAmount;
info.treatmentCount += 1,

info.lastActivity = block.timestamp;
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// SPDX-License-Identifier: MIT
pragma solidity 70.8.19;

contract BurnMechanism {
KBTToken public token;

uint256 public totalBurned,
uint256 public constant EXPIRE_PERIOD = 730 days; // 24712

mapping(address => uint256) public lastActivity;
event TokensBurned(uint256 amount, string reason);

/) e £42 22} (50%)

function burnTransactionFee(uint256 feeAmount) external {
uint256 burnAmount = feeAmount / 2;
token.burn(burnAmount);
totalBurned += burnAmount;
emit TokensBurned(burnAmount, "Transaction Fee");

/e EF 42t
function burnExpiredTokens(address user) external {
require(
block.timestamp > lastActivity[user] + EXPIRE_PERIOD,
"Tokens not expired"
);
uint256 balance = token.balanceOf(user);
/) AHH PR E BtEIXF Mot B2
totalBurned += balance;
emit TokensBurned(balance, "Expired");

// E21'E dfold £zt

function quarterlyBuybackBurn(uint256 amount) external {
token.burn(amount);
totalBurned += amount;
emit TokensBurned(amount, "Quarterly Buyback");

}




mkdir kbt-token && cd kbt-token

npm init -y

npm install --save-dev hardhat @openzeppelin/contracts
npm install --save-dev @nomicfoundation/hardhat-toolbox
npx hardhat init

Hardhat & (hardhat.config.js)
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require("@nomicfoundation/hardhat-toolbox");
require("dotenv").config();

module.exports = {
solidity: "0.8.19",
networks: {
mumbai: {
url: process.env.MUMBAI_RPC_URL,
accounts: [process.env.PRIVATE_KEY]
b
polygon: {
url: process.env.POLYGON_RPC_URL,
accounts: [process.env.PRIVATE_KEY]
}
I3
etherscan: {
apiKey: process.env.POLYGONSCAN_API_KEY
}
X
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const { ethers } = require("hardhat");

async function main() {
const [deployer] = await ethers.getSigners();
console.log("Deploying with:", deployer.address);

// 1. Deploy KBT Token

const KBT = await ethers.getContractFactory("KBTToken");
const kbt = await KBT.deploy();

await kbt.waitForDeployment();

console.log("KBT Token:", await kbt.getAddress());

// 2. Deploy RewardPool

const Pool = await ethers.getContractFactory("RewardPool");
const pool = await Pool.deploy(await kbt.getAddress());
await pool.waitForDeployment();
console.log("RewardPool:", await pool.getAddress());

// 3. Deploy VIPTier

const VIP = await ethers.getContractFactory("VIPTier");
const vip = await VIP.deploy();

await vip.waitForDeployment();

console.log("VIPTier:", await vip.getAddress());

// 4. Deploy BurnMechanism

const Burn = await ethers.getContractFactory("BurnMechanism");
const burn = await Burn.deploy(await kbt.getAddress());

await burn.waitForDeployment();

console.log("BurnMechanism:", await burn.getAddress());

// 5. Grant MINTER_ROLE to RewardPool

const MINTER_ROLE = await kbt.MINTER_ROLE();

await kbt.grantRole(MINTER_ROLE, await pool.getAddress());
console.log("MINTER_ROLE granted to RewardPool");

main().catch((error) => {
console.error(error);
process.exitCode = 1;

b




npx hardhat run scripts/deploy.js --network mumbai

npx hardhat run scripts/deploy.js --network polygon

npx hardhat verify --network polygon <CONTRACT_ADDRESS>
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const { ethers } = require("ethers");

class KBTService {
constructor() {
this.provider = new ethers.JsonRpcProvider(process.env.RPC_URL);
this.wallet = new ethers.Wallet(process.env.PRIVATE_KEY, this.provider);

this.token = new ethers.Contract(
process.env.TOKEN_ADDRESS,
require("./abis/KBTToken.json"),
this.wallet

);

this.pool = new ethers.Contract(
process.env.POOL_ADDRESS,
require("./abis/RewardPool.json"),
this.wallet
);
}

// T+l X3

async getBalance(address) {
const balance = await this.token.balanceOf(address);
return ethers.formatEther(balance);

}

VECIE-T
async earnReward(userAddress, paymentAmount, amountTier) {
const tx = await this.pool.earnReward(
userAddress,
ethers.parseEther(paymentAmount.toString()),
amountTier
);
return tx.wait();

}

// BIRIE =3

async getPendingReward(address) {
const reward = await this.pool.rewards(address);
return ethers.formatEther(reward);

}

/] A& E5 X3
async getUserTier(address) {




const tier = await this.pool.userTier(address);
const tiers = ["Silver", "Gold", "Platinum", "Diamond"];
return tiers[tier];

}
}

module.exports = KBTService,
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const express = require("express");
const KBTService = require("./services/KBTService");

const app = express();
const kbt = new KBTService();

app.use(express.json());

// T+ E3]
app.get("/api/balance/:address", async (req, res) => {
try {
const balance = await kbt.getBalance(req.params.address);
res.json({ balance, unit: "KBT" });
} catch (error) {
res.status(500).json({ error: error.message });

}
b;

//BIRE HE (IEL &)
app.post("/api/reward/earn", async (req, res) => {
try {
const { userAddress, paymentAmount, amountTier } = req.body;
const receipt = await kbt.earnReward(userAddress, paymentAmount, amountTier);
res.json({
success. true,
txHash: receipt.hash
b;
} catch (error) {
res.status(500).json({ error: error.message });
}
)

/] AMEA EH
app.get("/api/user/:address", async (req, res) => {
try {
const address = req.params.address;
const [balance, pending, tier] = await Promise.all([
kbt.getBalance(address),
kbt.getPendingReward(address),
kbt.getUserTier(address)
1);
res.json({ balance, pendingReward: pending, tier });
} catch (error) {
res.status(500).json({ error: error.message });




app.listen(3000, () => console.log("API Server running on :3000")),
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e OpenZeppelin Contracts: https://docs.openzeppelin.com

e Hardhat Documentation: https.//hardhat.org/docs

e Polygon Documentation: https.//wiki.polygon.technology

e ethers.js: https.//docs.ethers.org
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e O|HY: contact@kbeautytoken.io

o HIAIO|E: www.kbeautytoken.io

o HigyT24: @KBeautyToken

o ES|E: @KBeautyToken
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